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Аннотация. Статья посвящена проблемам построения информационных систем, состоящих из типовых частей, в качестве одной рассматривается система сбора и анализа данных о местоположении с нечеткой логикой при бедствиях, в качестве другой — система передачи данных, подлежащая оптимизации по пропускной способности передачи трафика за счет увеличения мощности сетевого оборудования при ограничениях на их количество.
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1. Introduction

Typical information systems, including, firstly, a system for collecting information, which is sometimes incorrect, so it could be considered fuzzy logic algorithms, and secondly, a system for transmitting information from multiple clients (gadgets) to central servers, which requires optimization communication network to ensure maximum power at the lowest cost of its operation.

This article consider typical difficulties for constructing each of these parts. For easy understanding, the authors restricted by a brief summary of the theory, giving specific examples of really working systems that are useful to developers. The description of these developments are published in [1,2] and [3-5], where is shown both new algorithms with fuzzy logic and well-known algorithms for network optimization as searching for maximum traffic paths and genetic algorithms.

The main significance of this work is not only to combine the previous results, but also presentation of really working prototypes developed jointly with bachelors and masters of the Federal State Budget Educational Institution of Higher Education “MIREA — Russian Technological University” (RTU MIREA) [4].

2. Fuzzy logic in disaster relief system

The target of the first part is construction a system for collecting and analyzing fuzzy data to increase the efficiency of providing medical and humanitarian relief to victims of disasters. “Disasters” are natural or man-made disasters and other events. The system must solve the following tasks:

- collection, transmission and processing of information about the victims to provide relief;
- ensuring the supply of humanitarian and medical relief in the required volume and goods nomenclature;
- organization of applications and their control in an interactive mode;
- management of rehabilitation routes.

Further development of the functionality of the system prototype will be the basis for the creation of a global information system that organizes the storage, processing of special data to solve disaster relief problems that cannot be overcome without the involvement of modern techniques and new algorithms.

It is assumed that information is collected on the client side using drones or a mobile gadgets of a volunteer or victims, and then it is processed on the server side.

2.1 Fuzzy logic algorithm

The fuzziness of data collection arises from the difficulty of data interaction when counting, when the same data or part of the data can be duplicated by different messages. For example, three drones collect information about objects by exploring overlapping areas of the earth’s surface, then, as shown in Fig. 1, the central object located in the intersection of the research areas of all three drone will be reported three times, each objects are reported twice from the intersection of the research areas of every two drones and so on.

Let’s denote the “fuzzy” number of founded objects as N, the research area of each message as circles C, where D is the distance between the centers.

In the “fuzzy” formulation of the problem, linguistic variables were introduced for the radius and quantity \( \{R_i, N_i\} \).

The problem is to develop an algorithm in standard logic of with fuzzy logic problems [6]:

1) determination of a fuzzy value > reduction to fuzziness (fuzzification);
2) fuzzy logical inference (according to the rule base);
3) reduction to clarity > clear value (defuzzification).

Such an algorithm has been developed. It consists of the following steps, involving pairwise reduction of the quantity in the research areas:

1) input $N_1, N_2, ..., N_n$;
2) fuzzy sum calculating $N_0 = \sum_{i=1}^{n} N_i$;
3) geolocation calculation of distances between areas centers $D_{ij}$;
4) calculation of the matrix $(c_{ij})$ of pairwise intersections of circles;
5) loop start on $i$ and $j$: pairwise comparison and quantity reduction for measurements $N_i$ and $N_j$ according to the following basic rules:
6) computing the counts of a pair of $i$ and $j$ regions in an intersection $N_i(2) = c_{ij} \times \min(N_i, N_j)$, $N_j(2) = c_{ij} \times \min(N_i, N_j)$;
7) calculation of quantities outside the intersection $N_i(1) = N_i - N_i(2)$, $N_j(1) = N_j - N_j(2)$;
8) calculation of new “clear” values, taking into account “fuzziness” $N_i = 1/1 \times N_i(1) + 1/2 \times N_i(2)$, $N_j = 1/1 \times N_j(1) + 1/2 \times N_j(2)$;
9) loop end;
10) calculating the total amount $N = \sum_{i=1}^{n} N_i$ and reduction percent $100*(1-N/N_i)$.

A numerical experiment of a fuzzy logic algorithm (which was written by Python, the code of which is freely available at https://github.com/asinitsyninfo/Fuzzy-Disaster-Relief.git) gave the results shown in Fig. 2. The digits in the center of each research area indicate the collected a “fuzzy” value and a “clear” value found from the rule base. The values could be reduced from 6% to 70% depending on the increase in overlapping research areas.

2.2 Client part of the system prototype

Fig. 3 shows a general description of the client side of the system. In the disaster area, a volunteer or a victim contacts the system data center using a drone, mobile application or web form (Fig. 3-1) to transmit geolocation (Fig. 3-2). Then the application offers to select the type of disaster: tsunami, fires, mudflows, nuclear power plant accidents,
earthquakes, floods, hurricanes, volcanoes (Fig. 3–3), estimate the number of victims in the visible radius of meters (Fig. 3–4), which can be detailed by types of damage to health (Fig. 3–5). The mobile device’s IMEI or IP and GPS data are transmitted to a central server to calculate the number of victims and the need for relief.

Note that the definition of the visibility radius and the definition of details is highly dependent on the terrain, for example, in a city it could be 10-20m, in a forest — up to 50m, in a field — several hundred meters, and in the sea — up to several kilometers.

The client part is a fast and accessible web application for a smartphone browser or any other gadget. To collect information about the victims, only a simple mobile phone with Internet access and GPS is needed to report a natural disaster.

*Fig. 2. The fuzzy and clear total values difference for different cases of overlapping research areas and size of radius*

*Source: developed by the authors*
The MVVM pattern — Model-View-ViewModel (Fig. 4) was chosen as the architecture for developing the client part, which clearly delimits the areas of responsibility between the layers and consists of the following parts:

- the model contains the functional business logic of the application;
- view is used to display the data received from the model;

A view-model is an abstraction of a view and a wrapper around the data from the model. HTML and CSS technologies, as well as the Bootstrap framework, were used to develop the user interface, and Javascript was used to make requests to the server side.

**Fig. 3.** The client side of the prototype to disaster relief system  
*Source: developed by the authors*

**Fig. 4.** MVVM pattern schema  
*Source: developed by the authors*
2.3 Server part of the system prototype
The server receives data from numerous sources (gadgets), processes the geolocation and the number of victims and their needs (Fig. 2-1), based on the fuzzy logic algorithm [1], makes a disaster map (Fig. 2-2), which can be built using the OpenStreetMaps API (or Google Maps, or Yandex Maps etc.), for reporting in PDF, CSV, XML formats (Fig. 2-3) for use (Fig. 2-4) by affiliated organizations organizing disaster relief (Fig. 2-5).

![Fig. 5. The server side of the prototype to disaster relief system](Image)

Source: developed by the authors

The development of the server part follows the principles of the microservice architecture (Fig. 6):

Data sent to the system from the disaster area passes through the Gateway — a proxy server that provides access to data through a single software interface.

Gateway receives requests from the client and forwards them to microservices. In total, there are 4 microservices in the server part:
- the emergency message processing module receives information about disasters that have occurred, saves them in the database and, if necessary, initiates the process of calculating victims needs. It also provides access to the history of emergency situations, allows you to get information about the actions taken;
- the victim needs calculation module determines the need for assistance depending on the number of victims. The module also makes use of emergency regulations and contacts of volunteers and aid organizations;
- analysis and statistics module generates reports on current and past emergencies in PDF, CSV, XML formats;
- the warehouse accounting module stores and analyzes information on the amount of resources in the warehouses of various organizations for disaster relief.

To develop the server part of the system, the Go programming language was chosen with high performance and a wide range of tools for creating highly loaded web applications.

The onion architecture in the standard backend application layout was chosen as the architecture for developing microservices, dividing each microservice as follows:

- Layer of business entities represented by classes, their fields and methods for interacting with themselves;
- Layer with the business logic of the application;
- Data Access Object layer for exchange with databases;
- Layer of interfaces.

Third-party open source libraries and third-party service APIs were used for development:

- go-mssqldb to work with the MS SQL Server database management system;
- go-elasticsearch to work with Elasticsearch databases;
- go-minio to work with the MinIO object store.
- Library GoFPDF is used to generate PDF disaster reports.
- OpenRoute Service API for determining the area of a disaster area and building detour routes.

To determine the disaster area and build a route around it, the application exchanges a request with the OpenRoute service in JSON format.

The received response is used by the server to create a map showing the disaster area. Fig. 7.1 shows an example of a map generated by the server.

When hovering the mouse over the cursor (Fig. 7.2), the distance of a specific point from the epicenter of the disaster area and the address are shown, when hovering over the area, the “fuzzy” and “clear” number of geographic coordinates affected by it are shown.

Fig. 6. Block diagram of the server part of the system

Source: developed by the authors
The development and implementation of such a system on an international scale will provide to organize effective interaction and coordination of work at a new level for any geographical location and scale of the emergency.
2.4 Outline of the global disaster relief information system

The prototype presented in the previous paragraphs is the basis for the development of a global level system, which scheme is shown in Fig. 8.

The scheme has the following links between the numbered blocks:

- 21-11 — data of the research area;
- 11-23 and 22-23 — data on the disaster and victims;
- 11-22 — clarification of the scale of the disaster and the number of victims;
- 33-34 — supply tickets and proposals;
- 33-25 — relief;
- 25-13 — data on actual deliveries.

The proposed global information system for the management of medical and social relief for victims of disasters has no analogues so far and will significantly increase the effectiveness of measures aimed at providing relief to victims and eliminating the consequences of emergencies.

Improving the effectiveness of humanitarian and medical relief for victims of disasters is possible using a global information system built on the basis of such recent advances in information technology, as presented in approach of [7-8].

The result of the article is a working prototype of an information system for relief to victims in emergency situations, the development and construction of the following objects:
- client-server system;
– interaction with normative documents;
– an integrated database.
Such a system allows:
– to estimate the number of victims using fuzzy logic;
– to estimate the geography of the disaster;
– get basic reporting.

The authors express their hope for further development of their developments at new levels.

3. Network calculus traffic optimization

The purpose of the second part of the article is to optimize the capacity of the communication network with minimal equipment costs, which is important for highly loaded applications. Such optimization is necessary for the functioning of any client-server systems, such as described above. The communication network is represented by a graph, network nodes — by vertices, channels — by edges. All channels and nodes are equal in priority, and traffic between nodes is regular and uniform. The control consists in changing the capacity of a certain edge. To increase the throughput of the physical network, the network equipment is replaced with a more powerful one (Fig. 9).

![Network representation as a graph with one optimized edge](Source: developed by the authors)

3.1 Functional definition

Let us define the functional as the total throughput, according to the previously unknown paths of maximum traffic between the nodes.

To determine the maximum traffic $T(i, j)$ between two $i$ and $j$ nodes, we use well-known Ford-Fulkerson algorithm [9] (or the Edmonds-Karp algorithm [9], or the Dinitz algorithm [10]).

We will be interested in the total bandwidth of the network represented by the graph, namely the sum of all $T(i, j)$:

$$T = \frac{1}{m} \sum_{i=1}^{n} \sum_{j=1}^{n} T(S(i,j)) \rightarrow \max,$$ (1)

calculated for $T(i, j) = T(S(i,j))$ along corresponding path $S_{ij} = S(i, j)$ for nodes determined by Ford-Fulkerson algorithm.

3.2 Formulation of the problem

The communication network is represented by an undirected connected planar graph:

$$G = G(N, E, C),$$ (2)

where $N \in (N_1, ..., N_n)$ is the set of graph vertices or communication nodes (Node),

$E \in (E_1, ..., E_m)$ — is the set of graph edges or communication channels (Edge) и

$C \in (C_1, ..., C_l)$ — and is the set of network capacities (Capacity).

Power constraints are represented by the inequality

$$C = \sum_{i=1}^{l} C_i \leq C_0 \rightarrow \min,$$ (3)

where the functional $C$ depends on the total cost of the network equipment for the physical network. Inequality (3) can be considered as cost constraints by given constant $C_0$.

Finally, the classical optimization problem is to find on the graph (2) optimal dis-
tribution of edges with increased capacity to maximize (1), while minimizing (3).

3.3. General scheme of the method

The optimal distribution of network capacities (3) is found by a combination of the genetic algorithm [11] and the Ford-Fulkerson Algorithm [9] for the graph (2). The general scheme consists of steps [4-5]:

- The initial representation of the graph;
- Initialization of graph nodes by placing equipment with minimal performance characteristics;
- Determining the amount of resources in the maximum characteristics to be placed on the column (2);
- Application of an adapted genetic algorithm;
- Calculation of the functional (1) by the Ford-Fulkerson method;
- Obtaining the final optimal distribution of resources on the graph (2).

This method was implemented in [4] and [5] using the C++ and Python programming languages, respectively. The tools shown in Fig. 10 allowed the development of a public service for network optimization (Fig. 10).

![Diagram of a graph with nodes A, B, C, D, E, F, G and edges with capacities labeled.]

Fig. 10. Development tools for Web Optimizer of Network Capacity

Source: developed by the authors

The public service provides the input of an arbitrary graph configuration up to 12x12, the input of a new capacity for edges, the input of the number of edges to be optimized, and the generation of the optimization result. On Fig. 11 shows an interesting case when the algorithm independently generates a “ring” structure, often used in building communication networks for complete connectivity and fault tolerance.
3.4. Approach application in software defined networks

To control the bandwidth of networks, the modern approach of Software-Defined Networks [12] is used, in which the network is controlled by virtual controllers. Software Defined Controller Services allows you to add functionality using a Virtual Network Function [13], which can dynamically control the bandwidth of individual graph edges, which will lead to a sharp increase in functionality. The software basis of such a virtual network function can be the service shown in Fig. 11.

4. General development scheme

The development process can be described by the general scheme shown in the Fig. 12.

First of all, the needs of society should be investigated by scientists who study the general formulation of the problem and publish their solutions. Then the development of a prototype system, which could be presented as an open-source solution, is given to students for implementation. After finding sponsors, a professional development teams will be included to the development for creation a global information system. Those team also support and develop the open-source solution together with the community. Proprietary and open-source solutions mutually develop each other at their levels, which leads to the satisfaction of the needs of society.

5. Results

The basic source code of system prototype for both parts of article could be found in [14-15]. Public web-service (web-optimizer of network capacity) of first part of article is shown in [16].

6. Conclusion

The article presents typical problems of constructing information systems. Specific examples show the difficulties of development such systems. These are the difficul-
ties of determination the input information, which are solved by using new algorithms of fuzzy logic, which is shown in the first part of the article. And these are difficulties of the second part of the article associated with the uncertainties of optimization in the network calculus, which are successfully solved using a combination of known algorithms. All parts of the article are not limited to theoretical calculations, but end with writing the source code for real prototype systems. The study can be useful both for students of software engineering, and for scientists and professional developers of complex global systems.
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